**EXPERIMENT –9 [Implementation of Binary Trees]**

**Dated: 26.10.2023**

1. Write a program to insert an element, delete an element and search an element in the Binary Search Tree.

**Source data:**

#include<stdio.h>

#include<stdlib.h>

struct node{

    int data;

    struct node\* left;

    struct node\* right;

};

struct node\* createNode(int data){

    struct node \*n;

    n = (struct node \*) malloc(sizeof(struct node));

    n->data = data;

    n->left = NULL;

    n->right = NULL;

    return n;

}

void insert(struct node \*root, int key){

   struct node \*prev = NULL;

   while(root!=NULL){

       prev = root;

       if(key==root->data){

           printf("Cannot insert %d, already in BST", key);

           return;

       }

       else if(key<root->data){

           root = root->left;

       }

       else{

           root = root->right;

       }

 }

   struct node\* new = createNode(key);

   if(key<prev->data){

       prev->left = new;

   }

   else{

       prev->right = new;

   }

}

void inOrder(struct  node\* root){

    if(root!=NULL){

        inOrder(root->left);

        printf("%d ", root->data);

        inOrder(root->right);

    }

}

struct node \*inOrderPredecessor(struct node\* root){

    root = root->left;

    while (root->right!=NULL)

    {

        root = root->right;

    }

    return root;

}

struct node \*deleteNode(struct node \*root, int value){

    struct node\* iPre;

    if (root == NULL){

        return NULL;

    }

    if (root->left==NULL&&root->right==NULL){

        free(root);

        return NULL;

    }

    if (value < root->data){

        root-> left = deleteNode(root->left,value);

    }

    else if (value > root->data){

        root-> right = deleteNode(root->right,value);

    }

    else{

        iPre = inOrderPredecessor(root);

        root->data = iPre->data;

        root->left = deleteNode(root->left, iPre->data);

    }

    return root;

}

struct node \* search(struct node\* root, int key){

    if(root==NULL){

        return NULL;

    }

    if(key==root->data){

        return root;

    }

    else if(key<root->data){

        return search(root->left, key);

    }

    else{

        return search(root->right, key);

    }

}

int main(){

    struct node \*p = createNode(5);

    struct node \*p1 = createNode(3);

    struct node \*p2 = createNode(6);

    struct node \*p3 = createNode(1);

    struct node \*p4 = createNode(4);

    p->left = p1;

    p->right = p2;

    p1->left = p3;

    p1->right = p4;

    insert(p, 16);

    printf("%d\n", p->right->right->data);

    inOrder(p);

    printf("\n");

    deleteNode(p, 3);

    inOrder(p);

    struct node\* n = search(p, 10);

    if(n!=NULL){

    printf("\nFound: %d", n->data);

    }

    else{

        printf("\nElement not found");

    }

    return 0;

}

**Output:**

16

1 3 4 5 6 16

1 4 5 6 16

Element not found

2. Study and implement the Binary Tree and perform following three types of traversals in the given Binary Tree:

* + Pre-Order Traversal
  + Post Order Traversal
  + In order Traversal

Example:
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**Source code:**

#include <stdio.h>

#include <malloc.h>

struct node {

    int data;

    struct node\* left;

    struct node\* right;

};

struct node\* createNode(int data) {

    struct node\* n = (struct node\*)malloc(sizeof(struct node));

    n->data = data;

    n->left = NULL;

    n->right = NULL;

    return n;

}

void preOrder(struct node\* root) {

    if (root != NULL) {

        printf("%c ", (char)root->data);

        preOrder(root->left);

        preOrder(root->right);

    }

}

void postOrder(struct node\* root) {

    if (root != NULL) {

        postOrder(root->left);

        postOrder(root->right);

        printf("%c ", (char)root->data);

    }

}

void inOrder(struct node\* root) {

    if (root != NULL) {

        inOrder(root->left);

        printf("%c ", (char)root->data);

        inOrder(root->right);

    }

}

int main() {

    struct node\* p = createNode(97);  // ASCII for 'a'

    struct node\* p1 = createNode(98); // ASCII for 'b'

    struct node\* p2 = createNode(99); // ASCII for 'c'

    struct node\* p3 = createNode(100); // ASCII for 'd'

    struct node\* p4 = createNode(101); // ASCII for 'e'

    struct node\* p5 = createNode(102); // ASCII for 'f'

    struct node\* p6 = createNode(103); // ASCII for 'g'

    struct node\* p7 = createNode(104); // ASCII for 'h'

    struct node\* p8 = createNode(105); // ASCII for 'i'

    p->left = p1;

    p->right = p2;

    p1->left = p3;

    p2->left = p4;

    p2->right = p5;

    p4->right = p6;

    p5->left = p7;

    p5->right = p8;

    printf("Inorder Traversal: ");

    inOrder(p);

    printf("\n");

    printf("Preorder Traversal: ");

    preOrder(p);

    printf("\n");

    printf("Postorder Traversal: ");

    postOrder(p);

    printf("\n");

    return 0;

}

**Output:**

Inorder Traversal: d b a e g c h f i

Preorder Traversal: a b d c e g f h i

Postorder Traversal: d b g e h i f c a

3.Given a pre order traversal sequence of Binary Search Tree, construct the corresponding Binary Search Tree.

![](data:image/png;base64,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)

**Source code:**

#include <stdio.h>

#include <stdlib.h>

#include <limits.h>

struct TreeNode {

int data;

struct TreeNode\* left;

struct TreeNode\* right;

};

struct TreeNode\* createNode(int value) {

struct TreeNode\* newNode = (struct TreeNode\*)malloc(sizeof(struct TreeNode));

newNode->data = value;

newNode->left = NULL;

newNode->right = NULL;

return newNode;

}

struct TreeNode\* constructBST(int preOrder[], int\* index, int min, int max, int size) {

if (\*index >= size) {

return NULL;

}

int value = preOrder[\*index];

if (value < min || value > max) {

return NULL;

}

struct TreeNode\* root = createNode(value);

(\*index)++;

root->left = constructBST(preOrder, index, min, value - 1, size);

root->right = constructBST(preOrder, index, value, max, size);

return root;

}

void inOrderTraversal(struct TreeNode\* root) {

if (root) {

inOrderTraversal(root->left);

printf("%d ", root->data);

inOrderTraversal(root->right);

}

}

int main() {

int preOrder[] = {8, 5, 1, 7, 10, 12};

int size = sizeof(preOrder) / sizeof(preOrder[0]);

int index = 0;

struct TreeNode\* bstRoot = constructBST(preOrder, &index, INT\_MIN, INT\_MAX, size);

printf("In-order Traversal of Constructed BST: ");

inOrderTraversal(bstRoot);

printf("\n");

return 0;

}

**Output:**

In-order Traversal of Constructed BST: 1 5 7 8 10 12